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Abstract—Teamwork in software development life cycle (SDLC) and Software Engineering (SE) is a cooperative process that all Computing Science (CS) undergraduates need to undergo. It is a critical skill for the industry and is usually trained through group projects in Higher Education. Due to the nature of software development, most software projects involve collaborative efforts of a group of developers. Although teamwork has been studied in many prior works, it is still considered as a dynamic element in SDLC. As the level of complexity, type of deliverables and range of stakeholders in software projects can vary widely, prior experience cannot be applied directly to new projects. The current implementation of SE education in the Professional Software Development (PSD) and Team Project (TP) subjects contains elements to promote teamwork. Students are required to work in groups on real-world problems. This paper examines the current teamwork simulating real-world software projects through an evaluation with the existing and previous cohorts of students, who have experienced the PSD and TP subjects. Several improvements are then proposed by this study. Based on the results, the majority of the respondents agree that our proposed methods such as self-selection of groups, pair programming, and prototyping model will bring about improved teamwork in their group projects.

Keywords—Software engineering education, teamwork, learning experience, software development, team projects.

I. INTRODUCTION

One of the main goals of the Computing Science (CS) education in Institutes of Higher Learning (IHL) is to train and prepare students for work in software industry. Undergraduate students are taught essential computing concepts, which provides a solid foundation for them to keep up with innovations in their fields. Teaching pedagogy is constantly adopted to deliver technical knowledge in CS subjects. Most IHL have also explored problem-based learning where educators engage students in deep problem-solving and critical thinking [1]. However, having a technical skill set is insufficient for career success. It is essential to train students in teamwork skills to better prepare them for the real work environment to collaborate efficiently with their colleagues. Teamwork is an important soft skill but a complex topic that is challenging to be trained. It is caused by various factors in group projects, such as project timelines, project management strategy, team composition, technical skillsets, individual motivations, levels of self-discipline, ways of individual assessment, etc.

Usually, software projects involve group efforts of software developers. The development of soft skills, such as teamwork, verbal and written communication skills is critical [2]. Prior works have been studied to improve group projects development and teamwork assessment for students to refine their teamwork skills. This is where a CS subject of Software Engineering (SE) comes in, that provides knowledge of software development life cycle (SDLC) on how to deliver high-quality software [3].

In the CS joint degree program of Singapore Institute of Technology – University of Glasgow (SIT-UofG), there are two subjects involving SE: Professional Software Development (PSD) and Team Project (TP). The PSD subject imparts SE knowledge to students with software processes, such as Agile methodology [4]. To reinforce students learning of SDLC and apply their theoretical knowledge, students simultaneously attempt the TP subject, where they work in Agile teams on real-world software projects with customers from software industry [5]. Teamwork is a fundamental factor for success in the TP subject as students are graded on their adherence to the SDLC methodology, SE practices, teamwork, and project deliverables.

This paper aims to discuss and improve the learning experience of students in teamwork for the PSD and TP courses. It analyzes the current teamwork method, followed by a proposed approach to enhance the quality of teamwork where multiple groups work jointly to develop a large scale software project. By improving the current ways of learning, we can make the learning journey more enjoyable and gain essential experience on how real-world software projects work.
II. RELATED WORK

SE education teaches students to the intricacies of SDLC on how to work in group projects [6]. The formation of teams may receive little deliberation, where students may struggle to work efficiently [7]. Groups may consist of novice students, depriving them of advancement in group projects [8]. Some students may feel estranged from their team due to different learning paces, led to dysfunctional team dynamic [9]. Environmental factors such as onsite and remote collaboration in SE courses may impact teamwork. Onsite collaboration increases active participation of team members with facial expressions and body language, which potentially increases teamwork effectiveness [10]. While remote collaboration may result in less engaged teams [11]. Various methods are reported to enhance teamwork in SE education which are discussed next.

Extreme Programming (XP) in Agile principles is a technique to improve team collaboration and communication aiming to successful project completions [12]. High impact of XP to teamwork is reported with a more interactive learning experience [13]. The XP method can be a good fit for courses with small number of students. But workload is quickly increased as the class sizes grow larger [14].

Peer Assessment is utilized to reflect the contributions of individual members. It enables differentiation of personal efforts and fosters participation in teamwork [15]. A peer assessment conducted in [16] shows that larger teams have difficulties in coordination amongst members. Although peer assessments can derive different individual grades in group projects, it abstains from the representation of the overall team dynamics that may result in unfair assessments towards certain members [17].

Team meetings increase collaboration among members and their commitment to software projects. Regular team meetings lead to teamwork at a higher level of efficiency, where members are communicative and work in a coordinated manner [18]. Frequent stand-up meetings and retrospective meetings reduce communication barriers and increase the team synergy [19].

Agile Software Engineers Stick Together (AEST) framework helps improve team cohesion and learning in SE subjects [20][21]. The AEST framework increases team contributions and attains project requirements whilst avoiding conflicts [20]. It brings an increase in team performance and cohesion [21]. But cultural factors should be considered, e.g., willingness of students to adhere to rules or time constraints.

Kanban board is to visualize workflow and communicate priorities in SDLC. When a task is not progressing on the board, it flags out that one member may have difficulties in the work. This can encourage all members to work together in group projects [22]. A Kanban survey indicates a 72% reduction in dependency while maintaining a consistent development pace across the team [23]. But the Kanban board may result in the teams working on smaller user stories over the larger ones which can lead to uneven task distributions in the teams [24].

Team Formation: Grouping multiple members and forming a suitable software team is a challenging task [25]. Personality types of members are considered in the team formation in [26]. Team formations can be shaped by academic performance of students, or perceptions of lecturers, that may result in human-dependent and error-prone processes. Students prefer to forming their groups without the intervention of a lecturer [27]. But self-formed groups by students may impact some inexperienced students, who cannot learn from their experienced peers [28]. It may diminish motivation in teamwork.

III. METHODOLOGY

A. Current Implementation

Prior works on improving team cohesiveness in SE education are reported [29], but there is still room for improvement of teamwork. Our university has implemented several methods currently to help students work effectively as a team and apply SE practices.

Predefined Pseudo Random Groupings: Both the PSD and TP subjects are taught across two trimesters in Year 2 to CS students in parallel [5]. The lecturers allocate students into groups with five or six members each using a predefined pseudo random method. Each group consists of students mixed with different levels of academic performance, for students learning the strengths of each other. It is in the hopes of team bonding over time through the different stages of team dynamics such as Forming, Norming and Storming. Allowing students to experience teamwork in a professional environment setting where members are assigned into different groups by managers.

Scrum Framework: Scrum as an Agile framework and iterative approach in SDLC describes the incremental delivery of products [30]. In Scrum, software projects are broken down into various sprints, a period where the team completes a certain amount of work. Communication within a team is improved through the Scrum ceremonies such as sprint planning meetings, daily stand-ups meetings, sprint review meetings, and retrospective meetings, etc. Students can follow a structured framework to work efficiently in a team.

Peer Evaluations: Students conduct the peer evaluations to each member in the same teams based on their contributions to the group projects. This helps with the teamwork as it prevents freeloading by certain individual members and motivates all members to contribute with their expertise. It provides a means to voice concerns about rogue or non-participating members. Hence, it improves teamwork incentivising and acting as a deterrent to non-contributing or rogue team members.

B. Proposed Enhancement

The research questions are what the perceptions on teamwork of the students are in the current learning, and if there are ways to improve the teamwork in the SE education. The current learning of the TP subject involves teamwork and communications not only in the same group, but also with other groups, as students are required to work with several groups to integrate multiple projects into a single large-scale project. For example, a customer company allocated six software projects to six groups, and asked students to integrate into a final software product in 8 months duration. These six projects include front-end user interface, back-end database, software gateways, cloud computing services, mobile applications, and desktop PC software in various operations systems. Each group is required to work on the software project about 3-4 hours per week in 8 months, i.e., two trimesters.
To address the challenges involving multiple groups, the Scrum framework which is taught in PSD is adopted. Students need to perform self-exploration to practice the Scrum framework. Scrum of Scrum is as an advanced method in the Agile methodology where the representatives of each team form a Scrum team to scale Scrum beyond individual teams [31]. But there are mixed opinions and reviews on its effectiveness [32].

For multiple projects integrated by multiple groups, we propose to organize the Scrum team meeting before the start of each sprint. The Product Owner (PO) or Scrum Master (SM) of each team attend this meeting to refine their product backlogs with inputs from other Scrum teams. The representatives bring the knowledge and meeting discussions back to their own teams. Each team can keep up to date with the progress of the projects.

The teamwork for the project integrations by multiple teams becomes more complicated. To improve the teamwork, we propose several enhancements that can be implemented into future cohorts in the learning of PSD and TP subjects.

**Self-Selection of Team Members:** We propose the team formation of the future iterations to switch to self-selection of team members, for better internal communications and team dynamics. Self-selected team members are usually more motivated to help each other and quicker to resolve conflicts [33]. Teamwork can be enhanced with a more positive learning experience, resulting in members working effectively together.

**Pair Programming:** Although there is apprehension in pair programming that it might cause free rider syndrome in group projects, the efficacy of pair programming reveals that participants can accomplish tasks quicker than working individually [34]. This is a result of teams covering each other in projects when one developer is unavailable, the other in the pair can continue programming [35]. Source codes can be reviewed and discussed by the pair of developers leading to efficiency in delivering software products on time [34]. As such, pair programming can boost the team in the SDLC.

**Prototyping Model:** The prototyping process model is typically used for newly formed inexperienced software teams, due to its characteristics of "start small" and "fail fast", when project requirements are unclear. Software prototypes can be developed while feedback is gathered from the customers. It enables the delivery of more elegant solutions. The Scrum approach and spike development of rapid prototyping model could provide a structured procedure to better assist the students [36]. The prototyping model allows good collaboration among teammates. It helps that all team members are harmonious in the project. Students could help each other in the group projects.

IV. FINDINGS AND ANALYSIS

The research instrument, survey was selected to collect the opinions of the CS students in our university. It was to analyse the benefits and effectiveness of our proposed enhancements on teamwork. The anonymous survey was conducted by inviting students from the existing and previous cohorts of the CS joint degree programme at SIT-UoF, who have experienced the PSD and TP subjects. The students were randomly selected with different factors such as academic performance and ages to avoid skewed results due to confounding variables. There is a sample size of 30 anonymous participants. For the central limit theorem, the sample size over 30 avoids inaccurate results [37].

A. Questionnaires and Analysis

Participants were asked to indicate the software process models used in the TP projects. As shown in Fig. 1, about 83.3% participants indicate that they are using the Scrum framework. This feedback is within our expectations as the TP subject highlights the Scrum methodology. The lecturers also encourage students to practice the Scrum methodology in TP projects.

![Fig. 1. Survey response on software process models used.](image)

Next, the participants were asked if the self-selection of group members can improve the teamwork, with the Likert scale of “1 – Strongly Disagree” and “5 – Strongly Agree”. The survey response is shown in Fig. 2. Most participants agree that being able to choose their own team members will improve teamwork. It supports our first proposed enhancement of self-selected group formations to improve the teamwork in SDLC.

![Fig. 2. Responses on teamwork by self-selection of project team members](image)

The participants were asked if they adopted the pair programming practice in their projects. From Fig. 3, about 40% of responses show that they use pair programming. This result comes as a surprise, as pair programming was only taught in the PSD subject near the end of the first trimester. We did not expect so many participants to practice this in their TP projects.

![Fig. 3. Survey responses on practice of pair programming](image)
As the participants have prior experience in working on team projects, their opinions were sought if the pair programming can help improve the teamwork in their own software projects. As shown in Fig. 4, about 80% of participants agree or strongly agree that their teamwork is enhanced by pair programming. The observations support our second proposed enhancement on teamwork in SDLC.

![Fig. 4. Responses on teamwork improvement by the pair programming](image)

**Scenario:**

**Do you practice some form of prototyping in your project?**

Although most teams adopt the Scrum framework in their SDLC with various sprints, some parts of the TP projects need un-taught programming skillsets in Year 2 curriculum, such as database and cloud computing knowledge. The next survey question asks participants if their teams practice the prototyping process model in those parts of the TP projects. The responses are shown in Fig. 5. It is seen that more than half of the participants were practising prototyping model in their projects, even though the prototyping model was not emphasized in the TP module. It means that the prototyping model can be helpful to students in the iteration of the software development phases.

![Fig. 5. Survey responses on adoption of prototyping model](image)

**Scenario:**

**Survey with prototyping practices (able to iterate to any phase) in more suitable for inexperience developers**

The survey was also conducted to get their opinions if the combination of Scrum framework and the prototyping process model for certain software modules is helpful to them in their learning stage. Most participants agree or strongly agree that it is suitable for inexperienced developers like them, as shown in Fig. 6. It supports our third proposed enhancement on teamwork by practicing the prototyping model in the projects.

**B. Discussions and Limitations**

The study on the embracement amongst students in SE of our proposed solutions of self-selection of teams, pair programming, and the use of the prototyping model has produced positive results, in line with the survey results for students working in group projects of SE subjects. It shows that most students would prefer to choose their team members due to the unspoken understanding that students already have members in mind and are familiar with. It seems to prevent the additional step of getting to know new teammates and building the bonding. Educators conducting SE education can consider allowing students to select their own team members, if possible. It is seen that about 40% of students use pair programming practice in their software projects, so that closer team collaboration and fewer errors are brought into the projects. As students come with an array of experience, pair programming can serve as a mentoring session for inexperienced students to improve their technical skills. Pair Programming should be taught early in the PSD subject, as it is beneficial to teamwork and code quality in their real-world software projects. The survey results also indicate that the prototyping model is used by teams, so that all members can be involved and better understand the overall projects. Furthermore, it supports the basis that the prototyping model prevents teams from developing the final software products without a clear direction, resulting in an excessive workload for the team. Educators should encourage students to use the prototyping model besides the Agile framework, as they are new to SE practices.

There are a few limitations in the current study on teamwork enhancement for SE education. The findings may not translate to actual improvements in teamwork among students. The generalizability of the survey results is limited by participants from the CS students at SIT-UoG who are in the process or have completed the PSD and TP courses. Further research should consider how the proposed enhancements impact the teamwork of other programme besides CS, or other universities. The current results collected are based on teams which have already been allocated by the lecturers based on predefined pseudo random groupings. A more balanced study will be needed to survey participants with other types of group formations. Further studies should consider self-formed groups and groups allocated based on skillsets or personality types to analyze the impact on how it affects the team’s performance.

**V. CONCLUSION**

The complexity of large-scale software development projects makes it challenging for many teams to reach their full potential. There are myriad studies made to research the ways to improve teamwork. The current course structures of PSD and TP encourage teamwork. To explore further enhancement on the teamwork of students in their corresponding groups, we examine prior works in literature to improve team cohesiveness. We propose three enhancements to teamwork in the TP projects. Shown from the survey results, about 83.3% of respondents
agree or strongly agree that self-selected group formations can improve their teamwork. About 80% of respondents agree that teamwork can be improved if pair programming is adopted. About 80% of respondents agree that the prototyping model can help with improving their teamwork. It shows that the proposed enhancements could improve the teamwork, as students prefer to choosing whom they work with, and a pair programming practice is more forgiving for less experienced members.
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